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Abstract: The idea of building a device out of separate parts is gaining more common practice in the software industry. Software parts are designed with the potential for reuse. The reuse of the software parts promises to reduce development cost and time. This process triggers some new usability issues, especially when the user interface (UI) is also designed as a complex of several parts. A study is carried out to find out whether and how the usability of a UI part can be tested, and thirdly how the usability of an individual UI part can be affected by other UI parts. Analysis of log files that captured the basic user-system interaction components seems a promising evaluation method. Preliminary experimental results show that this evaluation method is more sensitive than traditional method as number of keystrokes or task time analysis.
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1 Introduction

An increasing number of software applications have a component-based design. With components, software engineers can encapsulate pieces of a system, which can be developed individually. Software engineers who make use of these components only need to know the external interface of the component to be able to use its functionality. The component’s internal details are hidden. This makes it possible for components to be replaced by other components as long as they provide the same external interface. Furthermore, components can be reused in different applications. This creates the possibility of reducing the development time and thereby costs. These benefits are nevertheless based on a very much system-centred view, which may degrade the system usability (Hertzum, 2000), since a lot of system functionality may be provided by components developed with other situations of use in mind.

The user interface software itself can also be constructed of components. An elementary component of a mobile phone may receive the keystrokes and pass them on as characters to another component. This component may collect the characters into a string and allow additional editing. When the user finishes entering the string, the component sends the complete string to another component that adds a telephone number to compose a text message that can be sent. This user-system interaction is described by the Layered Protocol Theory (Farrell et al, 1999). It portrays the user-system interaction on different levels. User–system interaction on the highest level is established by mediation of user-system interaction on lower levels. The interaction on each level may follow a different protocol.

Instead of the complete user interface, Haakma (1998) suggested that the usability of individual components could be studied. Components that hamper the overall interaction could be pinpointed and replaced by more useable ones. Ready-made usable components could be made for a specified user group to achieve a specified goal within in a specified context of use. Software engineers could use them to create new usable user interfaces. This raises the following questions, namely: whether and how the usability of components can be tested, and thirdly how the usability of an individual component can be affected by other components. Only the first two questions will be addressed here.

2 Usability testing

The user-system interaction can be seen as an exchange of messages between the user and components. Although the user can not directly send and receive messages to and from the high level components, the messages passed on by lower level com-
ponents to higher level components and vice versa can be regarded as virtual messages between the user and the high level components. While recording these messages in a log file facilitates study of the user-component interaction, a precise definition is needed of a component that can be analysed with a log file. Vital for the usability evaluation is that users somehow should be able to determine the state of a component and be able to change it too. Without the possibility of control, users can not separate the component from the whole system. Without the ability to control their perception, their behaviour is pointless. Therefore, the term interaction component is introduced. An interaction component is defined as a unit within a device that receives direct or indirect signals from the user, which enable the user to change the state of the interaction component. The user is by definition able to perceive or to infer the state of the interaction component.

To compare the efficiency of different versions of an interaction component the following experimental paradigm can be used. Users are observed while they perform a task to achieve a specific goal with different versions of a system. Applying different versions of the interaction component in the system and leaving the rest of the system the same creates these system versions. The users have to reach the goal, and thereby at least alter the state of the interaction component. They are instructed to do so as fast as possible. All messages sent to the interaction component are recorded in a log file.

Based on a first explorative study the hypothesis is put forward that within this paradigm the interaction component version that received the fewest messages is the most efficient one. The number of messages indicates the users’ effort to control their perception of the interaction component. It is assumed that the users’ effort to send a single message is equal in each version.

A second experiment was carried out to validate this hypothesis. Eight prototypes of a mobile phone were created by applying one out of two versions of the following three interaction components: the Function Selector, the Keypad, and the Send Text Message Function. The two versions were designed to differ with respect to efficiency. For example in the case of the Send Text Message Function, the presumably more efficient version allowed the user to directly enter a text message and afterwards automatically requested the telephone number. Whereas in the less efficient version the users were first confronted with two options, to send the message or to edit it. The second option would lead users to two new options: edit the text message or the telephone number. When the users, for instance, choose to edit the text message they could enter the text. Afterwards the users were brought back to the first two options, requiring them again to choose for the edit option and consequently in this case for the phone number option. Only when both text message and telephone number were given, the users could send the message with the send option. All these options were presented as icons that forced them to learn the icon-option mapping.

<table>
<thead>
<tr>
<th>independent variable</th>
<th>correctly classified</th>
<th>Wilks’ lambda</th>
<th>df</th>
<th>sig.</th>
</tr>
</thead>
<tbody>
<tr>
<td>messages</td>
<td>88%</td>
<td>0.499</td>
<td>1</td>
<td>0.000</td>
</tr>
<tr>
<td>task time</td>
<td>58%</td>
<td>0.972</td>
<td>1</td>
<td>0.137</td>
</tr>
<tr>
<td>keystrokes</td>
<td>55%</td>
<td>0.992</td>
<td>1</td>
<td>0.430</td>
</tr>
</tbody>
</table>

Table 1: Results of the discriminant analyses with the version of the Send Text Message Function as dependent variable.

The preliminary results confirm the hypothesis and even indicated that the number of messages received by interaction components is a more sensitive measure than the traditional number of keystrokes or task time analysis. For example, Table 1 shows that only with the number of messages received by Send Text Message Function interaction component as independent variable significantly more of the eighty users were linked with the employed interaction component’s version than a random classification of 50%.

Future research will look more at the third question, how the usability of an individual component can be affected by other components.

References

